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Abstract

Traditional process modeling focuses on modeling activities for functional require-

ments. For dependability requirements, a knowledge-based aspect-oriented software

process modeling approach is proposed. First, we extend the pattern and context to

the knowledge graph triplet structure to describe dependability-oriented knowledge

patterns. By applying the patterns, dependability requirements can be organized into

dependability-related activities that are integrated into the software process. Then,

aspect-oriented modeling patterns based on Petri nets are introduced to support the

integration of these dependability-related activities and model dependability-

oriented software processes. Finally, the modeling performance and the subjective

usability of the patterns are evaluated by 110 students with different degrees. The

results indicate that these two indexes are on the positive track. Hence, the patterns

may be the backbone of dependability-oriented software process modeling.
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1 | INTRODUCTION

In the information industry, software plays an important role. The ARC advisory group, a respected consultancy and trends observer in industry,

indicated that global megatrends and technology trends will drive software expenditure growth.1 The growing ratio of software development in

the costs of machinery is one of the evidences. The German Engineering Federation VDMA presented that the ratio of software had doubled in

one decade2 from 20% to 40%. Also, most of the products are software intensive. The functionality and quality of these products are largely

determined by the software.2 Facing this trend, many contributions have been made in software engineering. On the basis of Vyatkin's survey,2

the development of software engineering areas in industry has been mostly concerned with improvement of software life cycle efficiency and

dependability.

The dependability of the software is particularly important. On the basis of the International Federation for Information Processing Working

Group 10.4,* Vyatkin,2 Avižienis et al,3 and Jin,4 dependability is defined as the trustworthiness of a computing system, which allows reliance to

be justifiably placed on the service it delivers. It encompasses a set of quality attributes, such as availability, reliability, safety, security, maintain-

ability, and privacy. In our previous work,5 we further proposed that functional requirements must be strictly implemented as the most critical

requirements for dependability. Only when the functional requirements are strictly implemented, dependability requirements can be further real-

ized. Facing the dependability requirements, two possible approaches exist. In the first approach, the emphasis is on techniques for developing

and examining software directly. In the second approach, the emphasis is on the processes used to create these software products. The primary

*http://wg10.4.dependability.org/
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benefit of focusing on techniques is that abundant useful information that is familiar to most programmers, engineers, and managers can be easily

obtained. However, according to Pressman,6 process is the glue that holds techniques together and enables rational and timely development of

computer software. In addition, a process emphasis allows for the reuse of valuable previous experiences.5 The literature is abundant about the

weaknesses that emerge from jumping to code without having any straightforward modeling phase.7 Thereby, in this paper, from the process per-

spective, an approach to modeling software process for dependable software is presented.

For dependability requirements, relevant knowledge needs to be accumulated to help dependability-oriented software process modeling.

To assist modeling, the use of knowledge base helps model engineers to complete the model construction with high quality. In this paper,

we propose to extend semantic knowledge structure as a general schema to describe dependability-oriented knowledge patterns. By applying

the patterns, dependability requirements can be organized into dependability-related activities that are integrated into software processes.

Then, an approach is proposed to modeling dependability-oriented software processes. It builds on our previous work presented in Zhang

et al5 where aspect-oriented process modeling was introduced. Petri net extended with aspect-oriented modeling was used as the process

modeling language. The reason why Petri nets were used was to apply their formal analysis techniques to analyze the correctness of model-

ing. It is important to stress that the correctness of software process modeling is important in ensuring the credibility of the models, espe-

cially in the dependability-critical software domain. To ease the integration of dependability-related activities into software processes, aspect-

oriented modeling patterns are defined to weave aspects of dependability-related activities into software processes. In the future, these pat-

terns can be applied to other software process modeling languages, such as UML2.0-Based Metamodel for Software Process Modeling8–12

or Process Lifecycle Management for Business Software,13 in different contexts. In the rest of the paper, for the sake of simplicity, we use

the knowledge pattern to represent the dependability-oriented knowledge pattern and the modeling pattern to represent the aspect-oriented

modeling pattern.

The remainder of this paper is structured as follows. In Section 2, preliminary knowledge is presented. Section 3 lays out the core contribu-

tions of our paper—knowledge patterns and modeling patterns. An illustrative example for modeling a secure wireless software update process

and the modeling performance and subjective usability evaluation of our approach are presented in Section 4. In Section 5, we examine related

work, stress its shortcomings, and position our ideas for overcoming them. Finally, we use Section 6 to conclude this paper and outline

future work.

2 | PRELIMINARIES

Requirements for dependability consist of both functional requirements and a set of quality attributes. Base processes are modeled for functional

requirements. For multiple dependability requirements, a goal-oriented modeling and reasoning method to find the dependability-related activities

was proposed in our previous work.5 In this paper, these activities and their sources of collection are described in Section 2.1. When integrating

these activities into a base process, aspect-oriented software process modeling is presented in Section 2.2.

2.1 | Dependability-related activities

Traditional software process activities are designed for functional requirements. For dependability requirements, the specified activities must be

provided. On the basis of Vyatkin's reviews2 before 2013 and our reviews after 2013,5 the relevant studies provide many activities, methods, or

strategies for developing and maintaining dependable software. These studies include Microsoft SDL,14, 15 SAE J3061,16 EU project DEWI,17 Lyu

and Musa's software reliability engineering,18, 19 Ericson and US DoD's safety engineering,20, 21 IEC 61508,22 security-related activities from

Anderson,23 and the software assurance maturity model.24 Table 1 lists part of the dependability-related activities.

These dependability-related activities need to be integrated into the traditional software process to satisfy dependability requirements. Addi-

tionally, these activities and traditional activities should not be tangled in the software process. Because of the volatile requirements, flexible and

maintainable process modeling is also required. To solve this problem, aspect-oriented approach is a suitable way. In the following section, the

method of the aspect-oriented process modeling5 is summarized.

2.2 | Aspect-oriented software process modeling

A rigorous process is necessary for dependability but need not be a burdensome one. It should be tailored if necessary to the project.25 The

aspect-oriented paradigm provides a proper mechanism to modularization and thus reduces the complexity of models26 and also improves reus-

ability and maintainability. In our previous work,5 separation of concerns was used to separate the crosscutting activities and core activities in

accordance with the dependability requirements and functional requirements. Crosscutting activities are dependability-related activities, whereas
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core activities are traditional activities for functional requirements. Base processes are modeled for functional requirements. The crosscutting

activities for dependability requirements are encapsulated in aspects that are woven into the base processes. An approach to modeling aspect-

oriented software processes was proposed. For a detailed introduction to the method of modeling, weaving, and evaluation analysis, please refer

to our previous work.5

Although we got a positive result from the case study in our previous work, two limitations were still found, and two future works were

left. The first is extending the knowledge base. The former knowledge base stored software nonfunctional requirements (NFRs), activities, and

their decompositions, implementations, and contribution relations. Query interfaces based on SPARQL were provided, but the query results did

not provide support for recommending activities for specific dependability requirements. Therefore, in this paper, an extended pattern-based

knowledge structure is proposed. The second is writing an easy-of-use version for practitioners to use. In our previous work,5 formal language

was used. It was good for describing the reasoning and proving the correctness of modeling but not easy for enacting in practice. After we col-

lected and discussed the results and suggestions from the case study in our previous work, we decided to use pattern, a more easily under-

standable method, for the practitioners to use. The modeling performance and usability were evaluated and described in the following

Section 4.

Next, the details of the new knowledge architecture, knowledge patterns, and modeling patterns were elaborated.

3 | PATTERNS IN DEPENDABILITY-ORIENTED SOFTWARE PROCESS MODELING

Semantic technologies are aiming at knowledge representation and automatic manipulation and can be useful for enhancing the performance of

software development processes.2 On the basis of the semantic technologies, the construction of large-scale knowledge bases has been exten-

sively studied. Notable endeavors of this kind include DBpedia,27 YAGO/YAGO2,28–30 Freebase,† and WolfframAlpha.‡ Most of these knowledge

bases represent knowledge framework in the form of knowledge graph. A knowledge graph is a semantic graph consisting of nodes and edges.

The nodes represent concepts or entities. The edges represent the semantic relationships between concepts and entities.31 These knowledge

bases contain many millions of entities and concepts (or nodes), their mappings into semantic classes and individual instances, and relationships

between nodes. In our previous work,5 dependability-related knowledge from different open data and documents is modeled into nodes and

edges. Then, with the help of knowledge refinement techniques, the knowledge from the preceding knowledge bases was integrated to further

model the knowledge as knowledge base. The logical structure of our knowledge base is presented in Figure 1.

†https://developers.google.com/freebase/
‡https://www.wolframalpha.com/

TABLE 1 Dependability-related activities

Dependability Dependability-related activities

Safety Safety scope definition, establish safety-related electrical control system (SRECS), hazard and risk analysis, determine acceptable

hazard level, use hazard mitigation methods, establish hazard tracking system (HTS), establish hazard action records (HARs),

safety monitoring.

Security Security analysis, extract security requirements, define minimum security criteria, create quality gates/bug bars, perform security

and privacy risk assessment, define misuse cases, security strategy identification, security techniques assessment, code review,

satisfy minimum cryptographic design requirements, analyze attack surface, threat modeling, vulnerability management.

Reliability Define functional profile, define and classify failure, fault tree analysis, reliability forecasting, reliability testing of off-the-shelf

and outsourcing software, reliability planning, reliability deploying, fault tolerance design, redundancy design, reliability growth

test, establish incident response plan, execute incident response plan.

Performance

efficiency

Determine performance baseline, performance simulation, prototyping, communication performance analysis and modeling,

performance tuning, user-coordinated test.

Maintainability Ladder logic diagrams, more access interface design, maintainability assessment, downtimeless evolution, create maintenance

scheme, software execution data analysis.

Interoperability Collaboration analysis, financial impact analysis, components interoperability analysis, assembled application interoperability

analysis, SOA architecture design, modbus extensions, interaction interface design, use industrial communication and

protocols.

Flexibility Market change analysis, reconfiguration analysis, multiagent architecture design, model-based engineering, reusable

components analysis and use, scalability design, service-oriented architecture design, integrability design.

Dependability Formal modeling, model-based engineering, semantic web technologies, knowledge-based requirements elicitation, generative

programming
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In Figure 1, the logical structure of our knowledge base is composed of two types of nodes: classes and properties. Classes are represented

by circles, and properties are represented by rectangles. For classes, different colors are used to distinguish different node types. Red nodes repre-

sent dependability-related classes, yellow nodes represent software-related classes, and green nodes represent classes in Chinese language. The

lines with arrows between nodes represent the relationships. A solid line with a one-way arrow indicates a decomposition relationship; a dashed

line indicates a property that a class has; a solid line with a double-headed arrow indicates the same classes described by a different language.

Figure 1C shows the legend of the logical structure.

For clarity, the logical structure of the knowledge base is drawn in two parts of the figure. Figure 1A,B depicts the logical structures for

dependability attributes and activities, respectively. In Figure 1A, the activity node stores the dependability-related activities, as shown in Table 1.

These activities, as shown in Figure 1B, involve the knowledge of hardware, code packages, techniques, algorithms, standards, and tasks, which

related to dependability attributes. In addition to the activities, knowledge of threats and metrics is also stored in the knowledge base. Conflicts

and contributions that may exist between dependability attributes are also stored.

The purpose of the knowledge modeling is to provide dependability improvement knowledge for software process modeling. Knowledge

structure in Figure 1 is the base of flexible, sharing, and reusable modeling. But query of the knowledge is not enough. Treatment of the

dependability-related knowledge is difficult and is highly dependent on the experience of system analysts. Moreover, a dependable system will

not offer uniform levels of dependability across all functions; for example, a dependable radiotherapy system may become unavailable but cannot

be allowed to overdose a patient.25 In software engineering, a pattern is characterized as a general reusable solution to a commonly occurring

problem that arises within a specific context. The most important advantage of a pattern is that it describes a solution in a more readily accessible

form.4 Therefore, to help improve dependability capability by adding dependability-related activities to software processes, we define knowledge

patterns and modeling patterns.

Referring to YAGO230 and Jin,4 we first propose knowledge patterns to provide recommendations for dependability-oriented software pro-

cess modeling. Afterward, modeling patterns are applied to aspect-oriented software process modeling. When extending these patterns, the logi-

cal structure of the dependability-oriented software process modeling is presented in Figure 2. Figure 2 consists of three layers. The bottom layer

is the knowledge base consisting of subject, predicate, and object (SPO) triples. The logical structure of the knowledge base is shown in Figure 1.

The middle layer in Figure 3 encapsulates the SPO triples into knowledge patterns for the upper layer. The upper layer uses the knowledge pat-

terns to model the dependability-oriented software processes. In the following, the patterns are defined, and the guidelines for the use of these

patterns are present.

F IGURE 1 A, Logical structure for dependability attribute in knowledge base. B, Logical structure for activity in knowledge base. C, Legend of
the logical structure
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3.1 | Knowledge patterns

Referring to the concept of infobox§ in Wikipedia and Cucumber feature file,¶ a detailed description of each knowledge pattern is provided in an

indented infobox template, which consists of a summary of the unifying aspect that the patterns share. The following is the knowledge patterns'

infobox template.

{{Infobox knowledge_pattern

|Pattern_name =

|Dependability_attribute =

|hasContext =

|hasDomain =

|hasBaseProcess =

§https://en.wikipedia.org/wiki/Infobox
¶https://cucumber.io/

F IGURE 3 Software maintenance
process

F IGURE 2 Logical structure for knowledge modeling, pattern
extension, and process modeling
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|hasActivity =

|hasTask =

|hasSolution =

|hasStandard =

|hasAlgorithm =

|hasCode_package =

|hasHardware =

|hasTechnique =

|hasContribution =

|hasConflict =

}}

In a knowledge pattern, hasContext describes a particular problem treated by the pattern. A context characterizes the situations in which

the pattern tries to solve. hasDomain defines the domain used by the pattern. hasActivity includes tasks, solutions, standards, algorithms,

code packages, or hardware. They describe the alternatives for satisfying the dependability attribute. The indented of hasTask, hasSolution,

hasStandard, hasAlgorithm, hasCode_package, and hasHardware means that they are one part of hasActivity. hasContribution lists all the

dependability attributes that are positively affected by the execution of the activity. In contrast, hasConflict lists attributes that are nega-

tively affected. These fields of the knowledge pattern structure are obtained by summarizing and discussing the relevant literature and vari-

ous online sources.

In knowledge base, the dependability-related knowledge is represented as triples of subject (S), predicate (P), and object (O), in compatibility

with the Resource Description Framework data model. When a knowledge pattern is constructed, referred to YAGO230 and Jin,4 the pattern is

defined as an extended 5-tuple, as defined in Definition .

Definition 1 A knowledge pattern is a 5-tuple (S,P,O,T,X), where (1) (id,S,P,O) represents dependability-related knowledge as a triple of subject (S),

predicate (P), and object (O). Each SPO triple is given an identifier id, (2) (id, T) associates a pattern t (t ∈ T) with an SPO triple that is identi-

fied by id, and (3) (id, X) defines a context x (x ∈ X) that the pattern is used.

Borrowing from the method of YAGO230 that expanded spatial and temporal dimensions, we extended the pattern and context in the original

knowledge structure. In addition, Jin's nonfunctionality patterns4 are used to describe nonfunctional problems and introduce appropriate NFR

extensions into the function models. Referring to her method, our knowledge patterns introduce dependability-related knowledge. Therefore, in

Definition , every SPO triple is identified by an identifier id, and the associated pattern is given the same identifier id. A pattern here is constructed

by adding the identifiers of the associated SPO triples. It is worth noting that different patterns may share the same SPO triples. As shown in

Figure 3, the SPO triples surrounded by pattern “t1” might be defined in different pattern “t2.”

For each parameter in pattern infobox, if its value has been defined in SPO triple, add an identifier id to this triple. Otherwise, add (S,P,O,T) to

knowledge base. After all the parameters in the pattern infobox are traversed, pattern context X is extended to (S,P,O,T), and we get (S,P,O,T,X).

Algorithm 1 provides the pseudo code for the pattern extension.

Algorithm 1

Pseudo code for the pattern extension.

Algorithm 1: Extending patterns to knowledge base

Input:

(S,P,O): Triple entities in the knowledge base;

Tf: a set of pattern described in infobox data format;

Output:

(S,P,O,T,X): knowledge pattern;

Begin

For 8u ∈ tf do /*tf ∈ Tf*/

/*u is the value of each parameter in a pattern infobox */

If ui ∈ S then /*ui is the ith value of u */

For 8p ∈ P in (ui,P,O) do
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To avoid duplication of SPO, when we add patterns, we have to match them to the existing SPO. Thereby, we used the matching algorithm

of YAGO230 to match SPO.

Next, modeling patterns are defined to support the dependability-oriented software process modeling.

3.2 | Modeling patterns

Process models are considered as a communication medium. Noncomplying or nonexact diagrams negatively impact this communication, there-

fore leading to misunderstandings that cost more time and money.5 In the augmented age of software, making processes simpler and more

repeatable is an inevitable trend. Facing these aims, an approach to using patterns in software process modeling represents an alternative to

model dependability issues.

In our previous work,5 the aspect-oriented paradigm provides a proper mechanism to weave the aspects into the base processes. All the

possible base-aspect weaving structures can be summarized into 10 types. On the basis of the correctness definition in the previous work,

only six weaving operations are used because the others violate the correctness definitions of weaving and can be replaced. In this paper,

modeling patterns are proposed to represent these six weaving operations. Table 2 lists these six patterns, and Definition provides a defini-

tion of the pattern.

Definition 2 A modeling pattern defines a dependability-oriented aspect d = (v,W) being woven into a base process b = (C,A; F,M0), where (1) v is

a triple advice (DC, DA; DF). It is a Petri net in which DC is a set of conditions, DA is a set of dependability-related activities, and DF is a set

of flow relations. It augments or constraints a base process b. (2) W is a set of tuples, and 8w ∈ W is a 2-tuple w = (pc, wt) in which pc is a

pointcut that represents a weaving position in the base process b. pc is a condition pc ∈ C or an activity pc ∈ A or a flow relation pc ∈ F in

b. wt is a weaving type for the advice v; before, after, between, concurrency, selection, and iteration are six weaving types. (3) M0 is the ini-

tial marking, where a marking is a mappingM: C ↦ {0,1}.

A Petri net is a set of nodes and arcs. There are two types of nodes: places and transitions, which represent the state of the system and

the occurrence of events, respectively. Arcs are directed and connect places with transitions or transitions with places. In Definition , a condi-

tion is a place in Petri nets. An activity is a transition, and a flow relation is an arc in Petri nets. The definition in terms of conditions, activities,

and flow relations is for a better understanding of software process. The state of a base process is defined by a marking, which puts zero or

one token (graphically represented by a dot) on each condition. The firing process induces a token's flow among conditions; when an activity

fires, token from all its input conditions is move to the activity output conditions. An activity can only be fired if there are tokens at its input

conditions.

These modeling patterns are the outcome of an analysis we conducted in the field of human–computer interaction5 to examine how the

weavings are actually deployed. In Section 4, the patterns' usability is examined via a user experiment.

If uj ∈ tf and uj matching ok then /*ok ∈ O*/

(ui, p, ok) ! (id, ui, p, ok) _ (id, t)

Else if uj ∈ tf and no matching of uj in O then

Add (ui, p, uj)

(ui, p, uj) ! (id, ui, p, uj) _ (id, t)

Else if ui =2 S and ui is the value of Dependability_attribute parameter then

s ≔ ui

For 8uj ∈ tf and uj 6¼ ui do

p ≔ rj /* rj is the parameter label of uj*/

If uj matching ok then /*ok ∈ O*/

(s,p,ok) ! (id,s,p,ok) _ (id, t)

If no matching of uj in O then

Add (ui, p, uj)

(s,p,uj) ! (id,s,p,uj) _ (id, t)

Add the value of hasContext parameter to x /*x ∈ X*/

Return (S,P,O,T,X)

End
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Next, we introduce an example from the industrial software world to share the use of the patterns to the example to consolidate the

explanation.

4 | ILLUSTRATIVE EXAMPLE AND EVALUATION

One of the main driving forces of the software developments is dependability.2 The goal of this paper is to solve the dependability issue. We

explored methods for enhancing, improving, and innovating software process techniques to support the development and production of depend-

able software. An approach to modeling dependability-oriented software processes was proposed, and knowledge pattern was constructed to

provide dependability-related activities and the related tasks, solutions, techniques, and so on. Next, a modeling result of using patterns is illus-

trated in Section 4.1, and the approach is evaluated in Section 4.2.

4.1 | Illustrative example

Consider a process in Figure 3, where there is a software maintenance process, which is described in Petri net language. This process starts with

planning maintenance activity (i.e., a1 in Figure 3) and ends up with the software update activity (i.e., a5 in Figure 3). The software update activity is

TABLE 2 Modeling patterns

Before activity weaving After activity weaving Between activities weaving

Concurrent activity weaving Selective activity weaving Iterative activity weaving

TABLE 3 Activities in Figure 3

Symbol Activity

a1 Planning maintenance

a2 Analyze modification

a3 Modification implementation

a4 Maintenance review

a5 Software update

a51 Define update

a52 Develop update packages

a53 Conversion of software and data

a54 Update execution

a55 Update verification

a56 Assess new environment

a57 Redefine update

a58 Achieve old environment
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decomposed into a fine-grained process, the software update process, which is framed by a dotted line. The detailed information of activities in

the processes is shown in Table 3.

To help assimilate using the patterns, let us consider an example of a secure and dependable wireless software update process. This example

is extracted from Steger et al.32 They proposed a generic framework SecUp to enable secure and efficient wireless automotive software updates.

SecUp is designed to fulfill the requirements of wireless software update for a modern vehicle as it allows us to securely enable new features on

the vehicle and to fix software bugs by updating the software over the air.

Applying the pattern infobox definition and employing the SecUp's security concept, secure software update pattern is described below.

{{Infobox pattern

|Pattern_name = secure software update

|Dependability_attribute = Internet security

|hasContext = secure wireless software update, Prevent from unauthorized access

|hasDomain = automotive industry

|hasBaseProcess = software update

|hasActivity =security analysis

|hasTask = extraction security requirements

|hasSolution =dependable smart gateway interface

|hasActivity =security strategy identification

|hasTask = security strategy definition

|hasSolution = authentication

|hasTechnique = NFC smartcard, PIN code

|hasConflict = time performance

|has Algorithm = RSA, SHA

|hasConflict = time performance

|hasStandard = IEEE 802.11s

|hasContribution = reliability, availability

|hasStandard = Trusted Platform Module

|hasConflict = time performance

|hasHardware = AURIX

|hasManufacturer = Infineon

|hasContribution = Safety, time performance

|hasActivity =STRIDE threat modeling

|hasTask = evaluate threats

|hasActivity = establish security transport design

|hasTask = employ security strategy

|hasSolution = diagnostic tester

|hasSolution = VPN tunnel

|hasActivity = perform security design review

|hasActivity = security test

|hasTask = data verification

}}

Secure software update pattern is used to satisfy Internet security requirement in automotive industry domain. It contains six activities: secu-

rity analysis, security strategy identification, STRIDE threat modeling, establish security transport design, perform security design review, and security

test. Different tasks, solutions, algorithms, standards, or hardware are used for different activities. Applying the preceding Algorithm 1, this pattern

is added to the knowledge base. Because the visualization of the actual knowledge base is not conductive to show the extension of the patterns,

we depicted the partial logical structure of secure software update pattern in Figure 4.

In Figure 4, the dark ellipse surrounds the SPO triples of the extended pattern, and we use the upper left corner to write the pattern name in

a circle to identify the range of the pattern. The outside nodes in the left are connected to the pattern, and they belong to the pattern. The nodes

in the upper right corner are not connected to the pattern. They do not belong to the pattern but belong to the knowledge base. When using this

knowledge pattern, SPARQL is used to query, and the query results are used to generate the output form, as shown in Figure 5.

As shown in Figure 5, Internet security is the dependability attribute of the secure software update pattern. The base process is the

software update process. There are six dependability-related activities in the pattern. These activities will be integrated into the base process,
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and the integrated process is shown in Figure 6. The blue underlined content indicates that there are associated triple links in the knowledge

base. These associated triples are available by clicking on the links. On the basis of this knowledge pattern, using the modeling patterns in

Table 2, a security requirement-oriented software update process is modeled (see Figure 6). The detailed information of security-related

activities is shown in Table 4. Please note that the knowledge in the knowledge pattern needs to be tailored in a specific software project.

Moreover, dependability-related activities require different weaving positions when weaving to different base processes. Therefore, software

processes still require process engineers to complete modeling. However, we defined the modeling patterns in this paper and developed a

process modeling aided tool in our previous work.5 Process engineers can use the modeling patterns and the tool to assist them in aspect-

oriented process modeling. Because we allow process engineers to tailor knowledge patterns to specific project needs, we do not perform

alignment constraints. But we need to ensure the correctness of process modeling. This correct control and evaluation method was intro-

duced in detail in the previous work.5

The integrated process is initiated by adding security-related activities, that is, security analysis, security strategy identification, STRIDE threat

modeling, and establish security transport design, before defining update. Before the update is defined, to ensure that the update contains the secu-

rity strategies, the necessary security analysis and security strategy identification work needs to be done. Then, before update execution activity,

perform security design review activity is added to ensure that the security strategies can be enforced. Finally, after update verification activity is

completed, perform security test activity to ensure the security of the software update.

Because the vehicles will be wirelessly connected to the Internet for upgrading the software or fixing bugs. This secure wireless remote

update process is beneficial over the entire life cycle of a modern vehicle and will significantly reduce the time needed for vehicle

maintenance.

4.2 | Evaluation and discussion

Through the preceding example, a secure software update pattern is used, and a corresponding secure software update process model is cre-

ated. However, in practice, the patterns must be useful and ease to learn. When integrating dependability-related activities into a base pro-

cess, the execution of the process must not be interrupted, and the dependability-related activities must validly provide the expected

dependability capability.

In our previous work,5 the correctness, performance, and effectiveness of aspect-oriented software process modeling had been evalu-

ated. The evaluation results show that our process modeling is correct and effective and the dependability of the software can be

improved. For the newly defined patterns, in this paper, we evaluate the modeling performance and the subjective usability of them. As

mentioned in the preceding Section 3, providing an easy-of-use version for practitioners to use our approach is the primary goal of this

paper.

F IGURE 4 Secure software update pattern in knowledge graph
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F IGURE 5 Secure software update pattern

F IGURE 6 Security-oriented
software maintenance process
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In order to evaluate the proposed patterns, an experimental study was conducted. Our primary experiment goal is to evaluate the modeling

performance and subjective usability of our knowledge patterns and modeling patterns. These are evaluated in the simulated context of a class-

room experiment. The study took place from November 2018 to April 2019 at the School of Software in Yunnan University.

4.2.1 | Evaluation experiment setup

To evaluate our approach, the sample of 110 participants consisted of 6 doctoral students, 20 master students, 36 third-year undergraduate stu-

dents, and 48 second-year undergraduate students who major in software engineering. Four doctoral students had working experience, and two

doctoral students have published papers in software process modeling. Eight master students were about to graduate, and some of them have

jobs in information industry. Of the other master students, six had experience of software process modeling. Thirty-seven third-year undergradu-

ates had software project development experiences. Forty-eight second-year undergraduates had learned software engineering and were partici-

pating in software project development. All doctoral students and master students have studied Petri nets language, whereas the undergraduate

students did not. The experiences of the doctoral students and master students with software process modeling range from 1 to 4 years, with a

median of 2.5 years. All the undergraduates had basic concepts of software process modeling and played SimSE game# to practice a “virtual” soft-

ware engineering process, which enabled them to learn the complex cause and effect relationships underlying the processes of software

engineering.

4.2.2 | Evaluation experiment design

In the evaluation, Goal Question Metrics (GQM) paradigm33 was used to define evaluation goals, questions, and the needed metrics. Goals are

defined first in the hierarchy structure of the GQM paradigm. A goal specifies purpose of measurement, object to be measure, issue to be mea-

sured, and viewpoint from which the measure is taken. In the following, the purpose and scope of our experiment are described by the goals (indi-

cated in G*):

G1. Analyze the dependability-oriented software processes modeling approach for the purpose of evaluating the modeling performance with

respect to its complexity of use and applicability from the point of view of the process modeling engineer and stakeholders in the context of

industrial software development, maintenance, and evolution process.

G2. Analyze the proposed patterns for the purpose of evaluating their subjective usability with respect to its understandability, ease of use, use-

fulness, and workload from the point of the process modeling engineer and stakeholders in the context of industrial software development,

maintenance, and evolution process.

According to the goals of our evaluation experiment, the following questions (indicated in Q*) are formulated that the experiment should help

to answer.

Q1. Can real users model a dependability-oriented software process completely and correctly?

Q2. Are the patterns easy for real users to understand and use?

Q3. Do real users feel that the patterns are useful to aid them to generate a dependability-oriented software process?

Q4. How long does it take for real users to use the patterns to complete a dependability-oriented software process?

#https://www.ics.uci.edu/~emilyo/SimSE/

TABLE 4 Security-related activities in Figure 6

Symbol Security-related activity

da1 Security analysis

da2 Security strategy identification

da3 STRIDE threat modeling

da4 Establish security transport design

da5 Perform security design review

da6 Security test
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Q1 is related to the first goal, whereas Q2–Q4 refine the second goal. The corresponding metrics of GQM are defined below to answer the

questions. We describe each metric, denoted by Mij, where i corresponds to the question identifier and j is a counter in the case that more than

one metric is defined per question.

M11. Model completion rate. This metric is the percentage of the dependability-related activities that are modeled in the processes and the

dependability-related activities that are defined in the knowledge patterns. It reflects the proportion of the knowledge patterns that can be fully

used to model a dependability-oriented software process. This metric is defined as follows:

C =
DAm +Am

DAt +A
×100: ð1Þ

DAm and Am are the number of dependability-related activities and base activities that are modeled in the process, respectively. DAt is the number

of dependability-related activities that are defined in the patterns. A is the number of base activities that should be modeled.

M12. Modeling correctness rate. This metric is the percentage of the satisfied correctness and the defined correctness. When integrating

dependability-related activities into a base process, ensuring the correctness of the integrated process models is a prerequisite. As a supplement

to M11, this metric mainly judges the correct rate of modeling. It is defined as follows:

R=
RA

DAm +Am
×100: ð2Þ

RA is the number of activities that satisfied correctness. On the basis of the model properties of Petri nets, the aspect–aspect correctness, struc-

tural correctness, and dynamic correctness are defined in our previous work.5 DAm and Am are defined in metric M11.

M21. Understandability of patterns. This metric assesses the perception of the users regarding their difficulty in understanding the proposed pat-

terns. Similar to the work presented by Briand et al,34 for this metric, we designed a scaled question, which is represented on the aspects of user

acceptance, that is, “Are the patterns easy to understand?” We measured the level of agreement with the questions on a five-point Likert scale.35

For analysis, the values are projected onto a numerical scale ranging from 0 to 4, which represent complete disagreement, disagreement, neutral,

agreement, and complete agreement, respectively.

M22. Ease of use of the patterns. Similar to M21, this metric assesses the perception of the users regarding their difficulty in using the proposed

patterns. The scaled question is “Is it easy to use the patterns?” The measure of the agreement level is the same as M21.

M31. Usefulness of the patterns in modeling. This metric assesses the perception of the users regarding the pattern capacity, which significantly

aids the users in modeling a dependability-oriented software process. Similarly, we designed two scaled questions: “Will you use the patterns and

recommend them?” and “Are improvements being made by using the patterns?” The measure of the agreement level is the same as M21 except

that we averaged the values to the two questions.

M41. Workload on using the patterns to model. This metric is measured by the users' spending time of using the patterns to model a

dependability-oriented software process. To be consistent with metric M21, M22, and M31, we projected the users' spending time onto the same

numerical scale ranging from 0 to 4, which represent very slow, slow, medium, fast, and very fast, respectively.

Metrics M11 and M12 reflect the modeling performance, whereas M21, M22, M31, and M41 measure the subject usability of the proposed

patterns.

The evaluation was conducted over a period of 8 weeks. Doctoral students, master students, third-year undergraduates, and second-year

undergraduates each took 2 weeks to participate in the experiment. At the beginning of the experiment, we asked the participants to perform a

modeling task without the use of our approach. After that, we held a lecture about our approach and gave the participants two assignments of

using patterns to create two dependability-oriented software process models. The first assignment came from the industrial practice,36, 37

whereas the second was the illustrative example in Section 4.1.

For the first modeling assignment, our participants were asked to model a software test reporting process that exhibits software dependabil-

ity and testing effectiveness improvements. Test report inspection pattern in Figure 7 provides the activities that can be used to improve the pro-

cess of software defect reporting. Software testing is an important part of project development because it could limit a number of potential

errors. Improving test quality can improve software dependability to a certain extent. According to the work of Wang et al,36 unclear or invalid

defect reporting usually causes the communication gap between testers and developers. Through their empirical study on measuring and
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improving the process of software defect reporting, checking test reports and training are ways to improve test reports and further improve the

test quality. Using this pattern, the improved process model is depicted in Figure 8. The corresponding activities in the model are described in

Table 5.

Of course, it is important to note that just checking the test report is not enough to greatly improve the dependability of the software.

Improving software dependability requires the joint execution of multiple dependability-related activities. The following two subsections explain

the outcomes in the context of the experiment.

4.2.3 | Modeling performance evaluation

To obtain the first metric, M11, we counted the number of activities that were modeled into the processes. Using Equation 1, we calculated the

model completion rate for all participants. Regarding the metric about the correctness of modeling, we analyzed the correctness of each activity

in the models. Using Equation 2 as well, we obtained the modeling correctness rate. Then, we use a line chart (see Figure 9) to depict the partici-

pants' modeling completion and correctness ratio.

All results for two assignments are presented in relation to the experience level of the participants. As can be seen from the results, the

modeling performance is related to the model complexity. The second assignment had more activities (19) than the first one (13), and there is an

F IGURE 7 Defect report inspection pattern

F IGURE 8 Improved software test reporting
process
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activity (a5) that is further decomposed into processes, and the dependability-oriented activities that need to be woven are scattered. The comple-

tion of its modeling is probably harder. From the results, the completion rate of the second assignment is indeed much lower than that of the first

assignment. In addition, the results also show that the modeling performance is related to the level of experience of participants. Among them, the

completion rate and correctness rate of doctoral students are significantly higher. However, although the completion rate and correctness rate of

other students are lower, the gap is relatively small. Compared with the model completion rate, the correctness rate is relatively high. Even for the

third-year and second-year students who have relatively less modeling experience, as long as they model the processes, the correctness can be

guaranteed. This can prove that our modeling pattern has a good ability to ensure correctness. However, when participants submitted the model,

some participants suggested that it would be much easier to model only the dependability-oriented activity into the base process, because the pat-

terns only describe the dependability-related activities. Although the modeling of the base process adds a little complexity and makes the model-

ing completion rate lower, it is still necessary to model a complete process in the experiment.

In summary, as depicted in Figure 9, the completion and correctness rates of modeling for both assignments are relatively high, and the aver-

age rate is all higher than 84%. This can explain to some extent that our modeling approach has good modeling performance.

4.2.4 | Subjective usability evaluation

Subjective usability was considered the ability of the user to use the patterns to carry out a software process modeling successfully. Here, we use

four metrics: understandability (M21), ease of use (M22), usefulness (M31), and workload (M41). These are important indicators for the quality of a

modeling language extension as well as the user acceptance.5, 38–40 In reaching these goals, the patterns could be claimed to ease the modeling of

software processes. We use the boxplot to show the results on the subjective usability evaluation.

As shown in Figure 10, the results show that the patterns' understandability (median 3.13 and mean 3.03) and ease of use (median 3.06 and

mean 2.89) scored higher among the participants, followed by workload (median 2.81 and mean 2.62) and usefulness (median 2.75 and mean

2.72). The standard deviation is lowest for understandability (0.997) and highest for workload (1.138), whereas ease of use (1.02) and usefulness

TABLE 5 Activities in Figure 8

Symbol Dependability-related activity

a1 Test software

a2 Submit test report

a3 Assign test report

a4 Verify and debug

a5 Revoke test report

a6 Review software modification

a7 Close test report

a8 Reopen test report

da1 Inspect test report

da2 Mark clear test report

da3 Mark invalid test report

da4 Withdraw unclear test report

da5 Modify unclear test report

F IGURE 9 Results on the modeling performance
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(1.108) rank in between. The correlation between experience of participants and the judgment of understandability (0.775), usefulness (0.775),

and ease of use (0.718) is lower than the participants' workload (0.981). The participants' assessments of understandability, usefulness, and ease

of use are relevant to their experience. Their workload in modeling has a more significant correlation. The correlation results show that although

participants with less experience agree that the patterns are understandable, easy to use, and useful, they still require more time to complete the

modeling.

Then, we counted the proportion of participants who gave positive assessments, that is, answers with a value higher than 2, in Table 6. Except

for second-year students whose workload and usefulness assessment is less than 50%, other positive assessments are at least greater than 53%.

With respect to modeling dependability-oriented software process, the evaluation examines the modeling performance and subjective usabil-

ity of our proposed approach and patterns. Summarizing the relevant results concerning our stated goals, we can observe that despite the benefits

of the patterns, its use is not trivial and proper training is required to take advantage of it. Besides the preceding evaluation results, the observa-

tion also raised an interesting fact that even with few days of training, it is possible to start using the patterns to model dependability-oriented

software processes even with users with no previous knowledge on software process modeling.

5 | RELATED WORK

The proposed knowledge-based aspect-oriented model for dependability improvement in software processes is relevant to dependability assur-

ance method, semantic knowledge, and pattern. We, therefore, divide the related work into corresponding three parts as follows.

5.1 | Dependability assurance for software

Functional safety in the standard IEC 6150822 is an important quality characteristic for automation systems software. Standard IEC 62061 spec-

ifies requirements and makes recommendations for the design, integration, and validation of safety-related electronic control systems for

F IGURE 10 Results on the
subjective usability
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machines.41 Stemming from various safety requirements and certification procedures, dependability requirements have become the new increas-

ing demand for software in industrial automation systems.2

On the basis of the review of software engineering in industrial automation, Vyatkin indicated that the increasing demands of dependabil-

ity would increase the demand for formal method application and corresponding tools in automation software engineering.2 A recent popular

quality assurance method is formal verification. However, the surveys from Frey and Litz,42 Johnson,43 and Hanisch et al44 showed that such

methods were hindered by their high computational complexity, as well as lack of user-friendly tools. Afterward, for dependability require-

ments, different methods were provided. Kim et al45 extended the notion of timed action to statecharts to specify a timed and prioritized

behavior in using a resource for embedded software's real-time and resource constraints in different execution environments. For the robust-

ness of automation systems, Schütz et al46 presented a modeling approach and notation that support the development of soft sensors, which

are used to detect and compensate sensor failures during runtime on a programming logic controller with IEC 61131-3 language elements.

Commercial off-the-shelf (COTS) equipment in industrial systems are not robust and safe. For detecting transient faults of COTS, Asghari

et al47 designed a software-based method for detection of control flow errors because about 33%–77% of the transient faults cause control

flow errors. Givehchi et al48 proposed an intermediate interoperability layer to improve interoperability in industrial system. Bhatti et al49 pres-

ented a unifying approach to analyze quantitative aspects in hardware and qualitative aspects in software and proposed a semantics-preserving

transformation of IEC 61499 function blocks to PRISM models for achieving safety of industrial automation systems. Steger et al32 defined a

secure and dependable wireless software update process for different automotive application scenarios. They focused on comprising security

mechanisms to prevent abuse and attacks. All of these methods can be described uniformly in terms of patterns. The patterns can be further

stored as reusable knowledge. In this paper, we define Steger's security mechanisms as a knowledge pattern and use the modeling patterns to

weave the security-related activities into the base process. The security mechanisms in pattern provide a clearer presentation. The woven soft-

ware process model is easy for complying.

The above methods are proposed to solve individual attribute in the dependability. When it comes to the multiple dependability attributes of

industrial automation systems, the relevant work draws on the aspect-oriented approach in the field of software engineering and uses crosscut-

ting concerns to describe dependability requirements. Freitas et al,50 Wehrmeister et al,51 and Binotto et al52 introduced the aspect-oriented par-

adigm to improve the treatment of NFRs for distributed embedded real-time systems. Wehrmeister et al53 combined unified modeling language

(UML) with concepts of aspect-oriented software design to cope with specific NFRs. Roque et al54 used aspect-oriented concepts to model faults

in early-design phases of distributed vehicular control systems. Their early fault modeling could improve the control system modeling mapping

fault behaviors in order to mitigate the diagnosis the fault impacts in critical tasks. Using the aspect-oriented paradigm, they improved the encap-

sulation of dependability requirements handling and avoiding scattering and tangling of crosscutting concerns.

Contrary to existing works only focusing on techniques, methods, or strategies, our work supports the injection of dependability into the soft-

ware entire life cycle, including development, assembly, maintenance, and evolution. Furthermore, the corresponding knowledge is stored and

used by inexperienced organizations and supports future reuse.

TABLE 6 Positive evaluation

Metric Students Positive Positive%

Workload Doctoral 4 67

Master 12 60

Third year 19 53

Second year 23 48

Understandability Doctoral 6 100

Master 17 85

Third year 21 58

Second year 27 56

Usefulness Doctoral 5 83

Master 14 70

Third year 19 53

Second year 19 40

Ease of use Doctoral 6 100

Master 15 75

Third year 20 56

Second year 28 58
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5.2 | Semantic knowledge

Applying semantic knowledge to dependability requirements is often used to describe single or parts of the attributes. Lastra and Delamer55 used

ontologies and semantic web services in manufacturing systems to infer knowledge on the classification of processes and on how to execute and

compose those processes to enhance autonomy, interoperability, and rapid reconfigurability. Niemelä et al56 defined metrics for reliability and

security attributes as quality ontologies to model quality properties as an integrated part of software architecture. Lopez et al57 translated softgoal

interdependency graph models to instances of the NFRs and design rationale ontology to store the NFRs and design knowledge as machine-

readable semantic graphs. This enabled analysis of alternatives, search, exploration, and reuse of NFR knowledge. Elahi et al58 proposed a model-

ing ontology for integrating vulnerabilities into conceptual modeling frameworks (misuse case diagrams, i* models, and CORAS risk models) to

enable a finer-grained security analysis, assess the risks of vulnerabilities, and decide on proper countermeasures. Gandhi and Lee59 used ontolog-

ical domain modeling techniques to discover the multidimensional correlations among regulatory security requirements to improve the under-

standing of the potential security risk. Saeki et al60 proposed the technique to extract knowledge for eliciting security requirements from

Common Criteria and to use it to security requirements analysis. Souag et al61 used security and domain ontologies to guide domain-specific secu-

rity requirements elicitation. Balushi et al62 provided a standardized quality terminology and ontological constructs to capture NFRs throughout

the requirements engineering activities. Hästbacka and Kuikka63 applied semantics and reasoning to models to infer generalized classifications

and detect specific structure, flaws, and error-prone designs. The semantic descriptions of models also allowed linking of related engineering

knowledge to support engineering tasks. Zhou et al64 and Provenzano et al65 introduced ontological approaches for safety requirements elicita-

tion based on environment ontology and hazard ontology, respectively. They all aimed at empowering the requirements analysts with knowledge

that helped in the process of capturing, prioritizing, understanding, and reusing dependability requirements.

The dealing with dependability requirements requires knowledge. Our work is also based on semantic knowledge to build reusable patterns.

But, compared with the above efforts, our goal is to satisfy multiple attributes. In addition, in order to effectively use knowledge, based on tradi-

tional knowledge base, we provide a more convenient way to use knowledge in the form of patterns.

5.2.1 | Patterns

Pattern-based approaches have been popular for describing software development knowledge, for example, the software design patterns. Some

efforts have also been made to extend pattern-based approaches to provide knowledge about elaborating and refining NFRs.4 As stated by

Palomares et al,66 patterns are proposed in 47% of the requirements reuse proposal identified between 2010 and 2015.

Supakkul et al67 presented a pattern-based approach for capturing and reusing knowledge of NFRs using objective, problem, alternative, and

selection patterns. Salini and Kanmani68 designed security requirement patterns for creating security requirements ontology for an e-voting sys-

tem. Similarly, Daramola et al69 also presented the pattern-based security requirements using ontologies. Their use of security requirement pat-

terns assisted software developers in incorporating security mechanisms and techniques into the software development process. Jin defined

some NFR patterns in a problem-oriented way and used them to describe nonfunctional problems and introduce appropriate solutions into the

function models of a system.4 Yousfi et al used the concept of patterns to propose an approach to represent the ubiquitous computing features

for ubiquitous business process modeling. Their evaluation of the patterns showed that the patterns are easy to understand and apply even with

a shallow understanding of ubicomp.5

An important research method in industrial is to rely on proven solutions rather than reinventing a new one.2 In the context of engineering,

the term “pattern” was introduced by architect Christopher Alexander. In his view, “each pattern describes a problem which occurs over and

over again in our environment, and then describes the core of the solution to that problem, in such a way that you can use this solution a mil-

lion times over.”70 This formulation is so generic that fitted well in requirements engineering.71 Therefore, referring to the pattern concepts

and design methods in requirements engineering, we propose knowledge patterns and modeling patterns based on knowledge-based and

aspect-oriented methods. These patterns not only provide dependability-related knowledge but also support dependability-oriented software

process modeling.

6 | CONCLUSIONS AND FUTURE WORK

Reflecting on the trend of the growing importance of software, there are a great number of research projects and corresponding publications

addressing various aspects of software development process. However, dependability is still a challenge.2 For dependability, a credible process is

certainly necessary. In the extreme, no credible process means that there is no reason to believe the software is certified.25 In this paper, our aims

are to explore methods for enhancing, improving, and innovating software process techniques and to support the development and production of

dependable software. The knowledge patterns and the modeling patterns were proposed for providing dependability-related knowledge and
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integrating dependability-related activities into software processes. In reality, our approach can bring benefits to enterprises at least in the follow-

ing aspects:

(1) A pattern-based knowledge model is proposed for dependability requirements in a flexible and reusable way.

(2) A knowledge-based aspect-oriented software process modeling is introduced for dependability improvement. It is helpful for the process

improvement in an incremental way at build time. Also, it can facilitate software process control and risk reduction.

Although we got a positive result from the evaluation, we still found three limitations that are needed to be solved in the future.

(1) Although we have built 37 knowledge patterns, the number is still too small. The building of a large number of knowledge patterns is limited

by the acquisition of pattern data. The next step is to study the document-based automatic extraction and crowdsourcing collection mode. At

the same time, build the model and propose an evaluation method.

(2) From the practice survey of Palomares et al66 of answering the question about requirements reuse techniques, only 10% of participants from

IT companies answered that they have used requirement patterns. The critical factors and barriers are the existence of a well-defined reuse

method, the tool support, and the involvement of people in the software development team in the reuse process. Therefore, our other future

work will take advantage of knowledge graph representation in pattern recommendation and use recommendation to provide the practical

reuse method and develop the corresponding tool.

(3) Petri net-based language is the first-generation software process modeling language. It focuses on process execution and formality, which

makes it become complex, inflexible, and difficult to understand.72 Some new-generation languages have been proposed and consolidated in

industrial environments. Therefore, in the future, language like UML4SPM8–12 or PLM4BS13 will be applied. Furthermore, we will draw on the

experience and problems of software industry experiments summarized by Yan et al31 and use expert consultation method Delphi8 for future

real industrial project experiments to validate our proposal.
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